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#### Abstract

We introduce the scheme of a keyed hash function, also called message authentication code (MAC) based on previously given latin squares and binary linear error-correcting codes. We investigate the properties of the introduced scheme regarding its security and applicability. Further, we give a possible application in a smart home environment, especially for opening the entrance door to a house by using a mobile device.
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## 1 Introduction

### 1.1 Motivation

Smart homes have become more and more present in our lives. Parallel to the development of smart home environments, their security also needs to be considered [11]. The aim of the current paper is to introduce a keyed hash function (message authentication code MAC) based on a given latin square and a fixed binary linear error-correcting code. We want to apply the introduced hash function to authenticate users in a smart home environment.

### 1.2 Preliminaries

Latin squares have a wide literature, as well as error-correcting codes have. We direct the reader for some fundamental literature about latin squares to [12] and about linear codes to [18]. Recently, a program package named Torch was introduced [9]. This program package can be used for the fast generation
of linear codes and it can be implemented in a software. Hash functions have played an important role in cryptography for the last decades. There exists a huge literature about hash functions. We direct the reader for some fundamental literature about hash functions to [13] and [15]. An overview of cryptographic non-keyed hash functions is given in [23] and some literature about cryptographic keyed hash functions (message authentication codes) can be found in [19], [20]. Several approaches for unkeyed hash functions have been made [6], [7], [8], [24] as well as for keyed hash functions [10], [21], [25], for identification in small devices [1], using latin squares in hash functions [5], [17], even regarding critical sets of latin squares [2] and applying error-correcting codes in hash functions [4]; to mention some results of the last years without claim of completeness.

## 2 Definitions and Notations

Latin squares A latin square $L$ is an $n \times n$ square containing $n$ distinct symbols exactly once in each row and each column. Then each row and each column of $L$ determines a permutation of the symmetric group $S_{n}$. We denote the permutations determined by the rows by $\sigma_{1}, \ldots, \sigma_{n}$ and the permutations determined by the columns by $\tau_{1}, \ldots, \tau_{n}$. The cardinality of $S_{n}$ is $n!=1 \cdot 2 \cdot \ldots \cdot n$. The number of latin squares is known for $n \leq 11$ (A002860 in [16]).

Error-correcting codes A binary linear code of length $N$ is a subspace of the $N$-dimensional vector space over the finite field with two elements $\mathbb{F}_{2}$. A linear code is called error-correcting code if it can correct at least 1 error, which occured in the communication channel. The distance of two codewords is the number of distinct coordinates. The minimum distance of a linear code is the minimum of all occuring distances between its codewords. It is well known, that if the minimum distance of a linear code is $d$, then the code can correct up to $\left\lfloor\frac{d-1}{2}\right\rfloor$ errors. The number of all $k$-dimensional subspaces of $\mathbb{F}_{2}$ is $\binom{N}{k}_{2}$, where $\binom{N}{k}_{2}$ denotes the Gaussian polynomial coefficient ([14], p. 698).

## 3 Protocol of the hash function

In this section, we give the protocol for a new hash function based on a given latin square and a given binary linear code.

Input Let $L$ be a latin square of order $n$. Let $m=\left(m_{1}, \ldots, m_{k}\right)$ be a binary string of length $k$. Then let $C$ be a binary linear code of length $N$ and dimension $k$ and let $G$ be a generator matrix for $C$.

Computing the hash value Choose a set $I_{1} \times I_{2} \subseteq\{1, \ldots, n\} \times\{1, \ldots, n\}$ and compute

$$
\rho:=\prod_{i \in I_{1}} \sigma_{i} \prod_{j \in I_{2}} \tau_{j} .
$$

Then compute $(m G)^{\rho}$ (which means multiply $m$ with $G$ and apply the permutation $\rho$ on the columns of the product).

Output Finally, determine its value in the binary number system. Thus

$$
\operatorname{hash}(m)=(m G)_{B I N A R Y}^{\rho}
$$

## 4 Properties of the hash function

According to Section 9.2.2 in [15] a good hash function has to fulfill the following properties: deterministic, pre-image resistance, second pre-image resistance and strong collision resistance. In this section, we investigate our hash function introduced in Section 3 regarding these properties:

Deterministic Since $G$ and $\rho$ are fixed in the protocol, it follows that $m_{1}=m_{2}$ implies $\operatorname{hash}\left(m_{1}\right)=\operatorname{hash}\left(m_{2}\right)$.

Pre-image resistance Let us assume $y=h a s h(m)$ is given. In order to find $m$, we need to find $\rho$, for which we have $n$ ! possibilities and $G$, for which there exist $\binom{N}{k}_{2}$ possibilities. Thus, if $n$ is large enough, then it is computational infeasible to compute $m$ from $y$.

Second pre-image resistance Given $m_{1}$ and $\operatorname{hash}\left(m_{1}\right)$, we want to find $m_{2}$, such that $\operatorname{hash}\left(m_{1}\right)=h a s h\left(m_{2}\right)$. We denote $m_{1}=\left(a_{1}, \ldots, a_{k}\right)$ and $m_{2}=\left(b_{1}, \ldots, b_{k}\right)$ and

$$
G=\left(\begin{array}{ccc}
g_{1,1} & \ldots & g_{1, N} \\
g_{2,1} & \ldots & g_{2, N} \\
\vdots & & \\
g_{k, 1} & \ldots & g_{k, N}
\end{array}\right)
$$

Thus we need to solve

$$
\left(m_{1} G\right)^{\rho}=\left(m_{2} G\right)^{\rho}
$$

and therefore we have to solve the following system of binary equations.

$$
\begin{equation*}
\sum_{i=1}^{k} a_{i} g_{i, j}=\sum_{i=1}^{k} b_{i} g_{i, j} \forall j=1, \ldots, N \tag{1}
\end{equation*}
$$

Since $g_{i, j}$ is fix and $g_{i, j} \in\{0,1\}$ for each $1 \leq i \leq k$ and $1 \leq j \leq N$, there is no relation between $a_{i}$ and $b_{i}$ which is true for each $1 \leq i \leq k$. Thus it is computational infeasible to determine $m_{2}$ from $m_{1}$.

Strong collision resistance In order to find a pair of messages $m_{1}$ and $m_{2}$, such that $h a s h\left(m_{1}\right)=h a s h\left(m_{2}\right)$, we need to solve the system of equations 1. Again, there is no relation between two distinct solutions of these equations, therefore it is computational infeasible to find such a pair if $n$ is large enough.

## 5 Application in Smart Home environment

Imagine, Bob arrives home, but he forgot his key at his workplace. Unfortunately, Alice is also out for the whole evening, so Bob cannot enter the house. Bob just grabs his smartphone in order to call Alice, when realizing that they built in a smart door system. Bob turns on the display, which will show a latin square. Then Bob will open the corresponding software (app) on his mobile device and scan the latin square. The software knows the necessary keys, so it can compute Bob's hash value. Since Bob is an authorized person for entering the house, the hash value will be accepted by the smart door system and the system will finally open the door (see Figure 1).


Fig. 1. Application in smart door system

Keysize The matrix $G$ contains $n \cdot k$ entries, the cardinality of the set $I_{1} \times I_{2}$ is at most $n^{2}$, the permutation $\rho$ can be stored as a product of cycles moving at most $n$ elements.

Storage For a message (identifier) $m$ we have $1 \leq \operatorname{hash}(m) \leq 2^{N}-1$, which has to be stored for each authorized person $t$-times, if each authorized person has $t$ identifiers. Furthermore, we need to store latin squares, sets $I_{1} \times I_{2}$ and the generator matrices. How many we store of each of these, is actually due to the implementation and can be customized for individual needs.

Computational capability The mobile device has to compute $\rho$ from the latin square, i.e. it must be able to compute the product of $2 n$ permutations in ac-
ceptable time. Further, it has to compute $m G$, which is a vector-matrix multiplication, and apply the permutation $\rho$ to $m G$, which means mixing up the coordinates of $m G$. Finally it has to compute the value of $(m G)^{\rho}$ in binary number system, which means it must be able to compute $\sum_{i=0}^{N-1} a_{i} \cdot 2^{i}$ in acceptable time, where $a_{i} \in\{0,1\}$.

## 6 Security of the smart door system

Let us assume that each authorized person has $m_{1}, \ldots, m_{t}$ identifiers of length $k$. We denote the hash values of the identifiers by

$$
\begin{gathered}
H_{1}=\left(m_{1} G\right)_{B I N A R Y}^{\rho} \\
\vdots \\
H_{t}=\left(m_{t} G\right)_{B I N A R Y}^{\rho} .
\end{gathered}
$$

We have

$$
1 \leq H_{i} \leq 2^{N}-1
$$

for each $H_{i}$, where $i=1, \ldots, t$. Then the security of the smart door system can be scaled by increasing $t$ and $k$.

Every linear code has a minimum distance. Within the known bounds [3] we can choose the minimum distance $d$. Since we want $C$ to be an error-correcting code, we need choose $d \geq 4$. The used linear code $C$, as well as its generator matrix $G$ should be kept as a secret, which implies that $d$ is also kept as a secret. Therefore, an unauthorized person who wants to attack the hash function has to find the generator matrix $G$. The number of possible matrices $G$ is $\binom{N}{k}_{2} \cdot n!\cdot k!$, since $\binom{N}{k}_{2}$ is the number of all $k$-dimensional subspaces of $\mathbb{F}_{2}^{N}$ and in each generator matrix permuting the rows and columns changes the matrix.

Actually, the number of all possible latin squares is not known for $n>11$. Therefore if $n>11$ and the latin square $L$ of order $n$ is kept as a secret, then it is computational infeasible for an unauthorized person to find $L$. In fact, for the protocol of the hash function, we do not need to know $L$, but just the permutation $\rho$. A permutation can be tried in brute-force attack and since $\rho \in S_{n}$, we have $n$ ! possibilities for $\rho$. Since the latin square $L$ can be seen on the display also by unauthorized persons, $I_{1} \times I_{2}$ has to be kept as a secret necessarily.

Note that the security of the introduced protocol can be customized according to computational capability of devices, since we can increase $n$ and $N$ theoretically to infinity.

## 7 Conclusion and future work

We introduced a protocol for a keyed hash function (message authentication code), whose security is based on well-known mathematical facts. The introduced hash function fulfills all required properties for a good and useful hash
function. Its strength is its security, which can be customized to actual needs for protection against brute-force attacks in accordance with computational capability of mobile and small devices. It's the task of future work to create a software in order to realize an application for mobile devices in combination with a smart home environment. Using the Torch program package [9] we can create generator matrices for binary linear codes. The scanning of latin squares can work similarly to the scanning of QR codes [22]. It's up to further research work to combine these results efficiently and finalize a software of the introduced smart door system.
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